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Abstract

Modern Object oriented programming languages provide the facility of multithreading
programming which provides concurrent execution of multiple threads within the same
program. Basically, threads provide a way to execute code in parallel within the same
program. In high performance computing today, the multi-core CPUs have become more
common in nearly all computer systems. These processors have multiple execution cores on a
single physical chip. They provide parallelism between instructions and operations.
Therefore, the performance measurement of multithreaded programs on these processors is
an important aspect.

In the present paper, the detailed architectural modeling of a Dual Core processor is done
by the use of well known modeling language i.e. the Unified Modeling Language (UML). The
UML design for thread execution is also done. On the basis of UML design, performance of
multithreaded programs written in JAVA and C# are evaluated and a comparison between
these two is also reported through the table and the graphs.

Keywords: Dual Core processor, Object-oriented programming, Multithreading, Performance measurement,
UML.

1. Introduction

Object-oriented approach is the most important technique in today’s software
development. The Object-oriented programming improves code reusability, code
maintainability and provides high level of abstraction. All these features are quite suitable for
the development of parallel and concurrent applications. In Object-oriented technique, the
interactions and message passing among various physically distributed objects is done very
efficiently. This feature provides an effective way of simultaneous execution of multiple
processes. A thread is a lightweight process. It specifies a lightweight flow that can be
executed concurrently with other threads within the same process [1]. All the threads within a
process share the same memory space of the enclosing process. Using threads, the
performance of an application can be improved by executing multiple threads concurrently.

Modern Computer systems support Dual Core CPUs. Dual Core is an architecture that
refers to a Central Processing Unit with two complete execution cores in a single processor.
The two cores, their caches and cache controllers are all built together in a single IC. A Dual
Core processor executes two threads by running each thread on a different core. Thus the
Dual Core processors improve multithreaded throughput, and delivering the advantages of
parallel computing to properly threaded mainstream applications [2].
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The Unified Modeling Language (UML) released by the Object Management Group
(OMGQ), is a graphical language and has been widely accepted as a standard way for modeling
an Object-oriented software system. It can also be applied for modeling of business processes
and hardware system architecture and design. The details and good description of the UML
notations are given in Booch et al. [1] and Alhir [3]. It also provides extension mechanisms
using stereotypes and profiles which can be applied in more domain specific modeling of a
system. There are some research papers where UML modeling is described in Computer
architecture. Gomma [4] has developed a UML based Concurrent Object Modeling and
Architectural Design Method for designing real-time and distributed applications. The UML
based modeling of parallel and distributed systems for performance oriented applications, is
described by Pllana, S. and Fahringer, T. [5]. Saxena et al. [6] proposed the UML model for
the Multiplex system for the process which are executing in distributed environment. In their
paper, Fateh Boutekkouk et al. [7] presented a new UML-based methodology for embedded
applications design and architectural modeling including the CPU model, the Memory model
etc. using stereotypes. An estimation technique of performance is also proposed.

There are many Object-oriented languages for commercial software development. Among
these languages, C# and Java are most popular and powerful in today’s programming
environment. Besides all the features of an Object-oriented language, both Java and C# have
built-in support for multithreading. There are very few papers available on quantitative
performance comparison of Object-oriented programming languages. However many papers
explain the comparison of various programming languages based on their features, technical
similarities, differences, and capabilities. Henderson Robert and Zorn Benjamin [8] compared
the run-time efficiency and compilation time of the language implementations of four modern
programming languages that support object-oriented programming (Oberon-2, Modula-3,
Sather and Self), and compared them with C++ also.

Glyph Lefkowitz [9] performed a comparison of execution speed between Java and Python
by using running some test-cases on Linux platform. Brosgol, Benjamin M. [10] compared
the concurrency-related facilities in Ada and Java, focusing on their expressive power,
support for sound software engineering, and performance. In their paper, Bulpin and Pratt
[11] presented measurements of the performance of a real simultaneous multithreading
system. The experiments were conducted on an Intel Pentium 4 Xeon based system running
the Linux 2.4.19 kernel. Figueroa, M. [12] presented results of a study to compare Java and
C# programming languages features in terms of portability, functional programming and
execution time in image processing programming area. Sestoft, P. [13] compared the numeric
performance of C, C# and Java on three small cases. The matrix multiplication, a division-
intensive loop and a polynomial evaluation were taken as case studies. Recently Saxena and
Arora [14] reported a performance evaluation for object oriented software systems using
VC++ and C#. The evaluation is done on nodes, equipped with Pentium D and Core 2 Duo
processor technologies.

In the present paper, we have measured the execution time of threads using Java and C# on
Intel’s Dual Core processor. A performance comparison of multithreaded programs consisting
of varying number of threads in Java and C# is reported. As a case study, a common
multithreaded program is developed in both these languages. The run time of each program is
measured for quantitative comparison of performance of these languages. Modeling of the
system architecture and threads processing using the UML is also done and presented. The
UML stereotypes for the process, thread and executing cores are defined. UML class
diagrams and sequence diagrams are designed for modeling of thread execution.

2. Background
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2.1. Concept of Process and Thread

A process is a program in execution. It can be defined as a group of instructions of a
program which are assigned to a processor for execution. It specifies a heavyweight flow that
can execute concurrently with other processes. A thread is a block of code that runs in
concurrent with other threads within the same process. Each thread is a single sequential flow
of instructions. It is considered as a lightweight process. When a thread is created, a new
thread of control is added to the current process. The threads are easily handled in Object-
oriented way. In this, all the threads in the process run simultaneously, and can access the
same objects to implement their functionality. They can also communicate to other threads
via shared objects.

In the UML, each independent flow of control is modeled as an active object. An Active
object (instance of an active class) models the concurrent behavior of real world objects.
Active objects own an execution thread and can initiate control activities. Active classes can
be implemented by heavyweight processes with their own address space or by lightweight
threads sharing the same address space. An active class is represented as a rectangle with
thick lines [1].

2.2. UML Representation of Process and Thread

The Figure 1 shows the detailed UML design of a process and a thread and their
relationship using the class diagram. In this design, we have used UML stereotypes for
defining a process and a thread namely <<process>> and <<thread>>. The stereotypes
defined active classes of process and thread namely the classes Process and Thread. The class
Process contains multiple instances of the class Thread and described as 1..n relationship in
the diagram.

<<process>> <<thread>>
Proqess Thread
{active) {active}
thread_id: integer
process_id: integer has — )

) ! thread_size: integer
process_size. integer -“ thread_name: string
process_in_time:  string thread_priority: integer
process_out_time: string

process_priority: integer

thread_start()
thread_stop()
thread_interrupt()
thread join()

process_create()
process_delete()

process_update()
process_join()
process_suspend()
process terminate()

thread_synchronize()
thread_sleep()
thread_resume()
thread_suspend()
thread_destroy()

Figure 1. UML Class Definition of Process and Thread
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2.3. UML Representation of Execution Cores

The Intel’s Dual Core architecture is based on the Intel Core micro-architecture that uses
CMP (i.e. core multi processors) technology, where two or more CPUs (known as Cores)
share a single chip. In this architecture, processors move blocks of hundreds or thousands of
instructions into cache before executing them in blocks of four or more at a time, trying to
execute many complex instructions in one clock tick.

The UML modeling for representing the execution cores performed using UML. The UML
stereotypes for the execution cores are defined. The Figure 2a shows the UML stereotype
<<Execution_core>>, which is derived from the Base class. The Figure 2b shows the class
diagram for representing a core and the Figure 2c shows the single and multiple instances of
cores.

Base Class
7'y << Execution_core>>
core

core_id: string

<< stereotype >>
Execution_core

core_id: string

Figure 2b. Class diagram of Core

Figure 2a. Stereotype of Execution Core

<<Execution_core>> X |
corel: core <<Execution_core>>

_:core

Figure 2c. Single and Multiple instances of Core

3. UML Modeling for Multithreaded Programs
3.1. UML Modeling for Processor Architecture

The Intel's Core micro-architecture technology provides more efficient decoding stages,
execution units, caches, and buses for increasing the processing capacity, reducing latency
and thus achieving high performance. The architectural details of Dual Core are described in
[15] and [16]. The Figure 3 shows the complete architectural model of Dual Core processor
architecture. The class Process is interacting through the class Thread to the class
Process_Execution_Controller (PEC), which is responsible for the execution of the assigned
task. The PEC is controlling the processes by message exchanging between the classes
Processor and Memory. The PEC is also responsible for the threads controlling. The
Processor class contains two cores, i.e. Corel and Core2 and each core contains many
components responsible for process execution as shown in the figure. The class diagram of
the entire memory unit is also shown in the figure. Here class L2_Cache is shared between
two cores and caches instructions through the class |_ Cache whereas the class D_Cache is
responsible for caching the data, which is a sub class of L1_Cache.
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Figure 3. UML Class Diagram for Processor Architecture

3.2. UML Modeling of a Thread Life Cycle

Each thread has several states and passes through these states during its life cycle. In Java

and C#, the states are the same but defined using different names. We summarize and draw a
general UML model for understanding the thread life cycle. Immediately after creating a new
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thread does not start its execution. Threads in executing state on a CPU are called active. A
thread is Active if it is running, and actually occupies a processor at the current time. This
normally starts when it is given a start operation instruction. A thread is suspended if the
thread has been suspended and not doing any processing. Similarly it can go into a sleep state
for a prescribed time and then after resume its running. A thread is terminated if the thread
has finished execution. Finally it can be destroyed.
representation of states, transitions, events and actions using its State chart diagram. Figure 4
shows a simplified state chart diagram for thread states transitions.

The UML provides a graphical
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Figure 4. UML State Chart Diagram for Thread Life Cycle
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3.3. UML Sequence Diagram for Thread Execution

The UML sequence diagram for thread execution inside a core is shown in figure 5.
Here the messages are exchanged among various class objects like PEC, L2_Cache and
L1_Cache are shown. Instructions are fetched from L2_Cache, decoded into the
executable micro operations. The data are loaded from L1_Cache. Here PEC creates
multiple threads and the Processor executes the threads. After execution, the final
results of these operations are passed to the RAM. The two standard stereotypes namely
<<create>> and <<destroy>> are used to represent the creation and final destroying the
threads.

4. Experimental Results and Discussions

The experimental results are obtained by executing a common code written in Java and C#
as a console application. A sample code for creating threads repetitively inside a loop is taken
to evaluate the performance. Both Java and C# have built-in class libraries for supporting the
threads management. In Java, there is a set of classes in java.lang package that allows
programmers to create and manage threads. Similarly, in C# there is a System.Threading
namespace which contains required classes that allow thread creation and manipulation. In
this experimental work, the C# program was developed and executed using Microsoft.Net
framework v2.0.50727. The Java program was developed and executed using JDK1.5.0_11.
We measured the execution time spent in a critical loop where multiple threads are created.
The experiment was conducted on a Dual Core processor. The architectural specifications of
the system are given in table 1 below. All the experimental results are averaged from 5
different runs. Table 2 shows the execution time computed in milliseconds and the
comparison between average execution times of multithreaded programs in Java and C#.
Based on the experimental results, it is clearly shown that C# gives better results (performs
better) and is more efficient Object-oriented programming language in comparison to Java. It
is clear from the table 2 that the execution time is lesser in case of C# in comparison to Java.

Table 1. Architectural details of Pentium Dual Core Processor

Specifications Intel® Pentium® Dual Core CPU
Number of cores | 02

Model number E2180

Clock speed 2.00 GHZ

FS Bus speed 800 MHZ

Level 1 cache
size

2 x 32 KB instruction caches, 2 x 32 KB data caches

Level 2 cache
size

shared 1 MB

Instruction sets

MMX instruction set, SSE, SSE2, SSE3, EM64T

Memory size 1GB

Operating Windows XP Professional, Ver. 2002, Service pack2
System

Make HP Compaq
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Figures 5a clearly displays above results in the form of graph as a performance comparison
in terms of execution time of programming codes having 10, and 10° threads and the figure 5b
indicates the same for 10° and 10* threads.

Table 2. Execution Time of Threads

Ctt JAVA
No. of Threads | 10 10° 10° 10* 10 10° 10° 10

Execution 15.625 | 78.125 406.250 | 3703.125 | 18.213 | 97.267 | 686.387 | 6658.001
Time in Milli 15.625 | 78.125 406.250 | 3671.875 | 18.290 | 97.373 | 687.690 | 6521.507
Seconds 15.625 | 78.125 406.250 | 3687.500 | 18.266 | 97.450 | 680.114 | 6676.244

15.625 | 78.125 390.625 3718.750 | 18.187 | 98.484 | 684.449 6698.573
15.625 | 78.125 406.250 3703.125 | 18.254 | 97.883 | 685.326 6494.581
Average 15.625 | 78.125 403.125 3696.875 | 18.242 | 97.691 | 684.793 6609.781
execution time
(in milli
seconds)

110
100 +
90 +
80

60
50
40
30
20 -

g
0

10

o C#
m JAVA

Execution Time (in Milli Seconds)

No. of Threads

Figure 5a. Performance comparison for 10 and 100 Threads Execution
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5. Concluding Remarks

Java and C# are two popular Object-oriented programming languages. Both provide
threading facilities built into the language for thread creation and manipulation. Intel’s Dual
Core processors improve the performance of applications by executing multiple programs at a
time. The objective of the present paper is to evaluate the performance of multithreaded
programs developed in C# and Java on Intel’s Dual Core processors. The performance
comparison in term of execution time is reported. It is concluded that C# takes less execution
time as compared to Java over similar processor architectures. It is therefore concluded that
the performance of C# better than JAVA for multithreaded programs and therefore,
recommended for large number of threads computations.
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